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ABSTRACT

Mixed Integer Linear Programs (MILPs) are powerful tools for modeling and solving combinatorial
optimization problems. Solving an MILP is NP-hard due to the integrality requirement, and the branch and
bound (B&B) algorithm is a widely used exact solution method. In this work, we explore the use of Monte
Carlo Tree Search (MCTS) to guide the search within the space composed of branching candidate variables,
aiming to efficiently find the optimal solution (if it exists) for an MILP. We adapt the Asymptotically
Optimal Allocation for Trees (AOAT) algorithm, a recently proposed MCTS approach in the simulation and
optimization field, for solving MILPs. Numerical results demonstrate the potential benefits of the proposed
method.

1 INTRODUCTION

Mixed Integer Linear Programs (MILPs) are a type of optimization problem where the objective is to find
the optimal solution while meeting specific linear constraints, with some variables required to be integers.
MILPs are commonly used in scheduling, routing, resource allocation, and various other combinatorial
optimization problems (Wolsey and Nemhauser 2014). Typically, MILPs are solved using a variant of the
branch and bound (B&B) (Land and Doig 1960) algorithm. The B&B algorithm is a tree-based method
that iteratively partitions fractional variables that need to be integers and computes relaxation bounds to
prune subtrees. The tree search structure in the B&B algorithm allows for the adoption of Monte Carlo
Tree Search (MCTS) (Fu 2018; Świechowski et al. 2023) to solve MILPs. In this work, we focus on a
recently proposed MCTS algorithm, referred to as Asymptotically Optimal Allocation for Tree (AOAT)
(Zhang et al. 2022; Liu et al. 2023), which extends the Asymptotically Optimal Allocation Policy (AOAP)
(Peng et al. 2018; Zhang et al. 2023), a sampling policy originally developed for the ranking and selection
(R&S) problem, to searching within tree-structured spaces. Following the scheme of the B&B algorithm,
we extend AOAT to solve MILPs, allowing AOAT to guide the search within the space composed of
branching candidate variables toward promising areas, thus increasing the likelihood of quickly finding the
primal optimal solution (if it exists) for an MILP.

The B&B algorithm is widely used to produce exact solutions for non-convex and combinatorial
problems that cannot be solved in polynomial time. See Linderoth and Savelsbergh (1999) and Huang
et al. (2021) for overviews of B&B strategies. Several modern MILP solvers, such as CPLEX and Gurobi,
use B&B strategies to solve MILP instances. An MILP is challenging to solve because integer variables
require efficient handling. However, a linear programming (LP) relaxation of the corresponding MILP, by
removing the integrality constraints, can be more easily solved using algorithms like the simplex method
(Dantzig 1951). The B&B algorithm is a tree-based strategy that starts with an LP relaxation and uses a
divide-and-conquer approach by iteratively partitioning the search space, computing relaxation bounds to
prune subtrees that provably cannot contain an optimal solution. The exact optimal solution can be found
once the entire search tree has been explored. In the B&B strategy, two key decisions are made at each
iteration: how to split a problem (branching) and which subproblem to select next (fixing the branching
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variable to either its floor or ceiling value). The B&B algorithm can be slow, depending on the selection
of branching rules, and the computational cost may grow exponentially with the size of the MILP. There
have been several attempts to develop effective branching strategies (Achterberg et al. 2005), including the
most infeasible branching, pseudocost branching (Bénichou et al. 1971; Linderoth and Savelsbergh 1999),
strong branching (Applegate, David and Bixby, Robert 1995), and graph convolutional network branching
(Gasse et al. 2019), which can reduce the search space and speed up the B&B algorithm significantly.
Our work focuses on efficiently exploring a search tree to solve MILPs, rather than developing efficient
branching strategies within the B&B algorithm.

Strategies like depth-first search (exploring deep into the tree before backtracking) (Dakin 1965) and
best-first search (exploring nodes with the most promising bounds) (Achterberg 2007) have been used to
guide the search in the B&B tree. Given that LPs are typically solved relatively quickly, diving heuristics
have been developed to efficiently guide the LP of the original problem toward integrality to find feasible
solutions in the B&B tree, conducting a depth-first search by iteratively modifying and solving LPs (Paulus
and Krause 2024). The tree-search strategies in B&B motivate this work to utilize MCTS to solve MILPs,
where MCTS balances between depth-first and best-first search, allowing exploration of a wide range of
possible solutions while still focusing on the most promising ones. MCTS is a popular tree-based search
strategy within the framework of reinforcement learning (RL), which combines the structure of a search tree
with the randomness and exploration of Monte Carlo simulations. This approach aids in making informed
decisions in complex decision-making environments, especially those with large state and action spaces.
MCTS has been highly successful in various applications, notably in designing expert computer players for
challenging games such as Go (Enzenberger et al. 2010; Silver et al. 2017), and in large-scale combinatorial
optimization problems (Świechowski et al. 2023). However, games like Go differ qualitatively from MILPs.
MCTS for Go aims to find the best move by estimating the state value of child nodes from the root node,
whereas MCTS for MILPs aims to guide the tree search toward optimal areas to find the best solutions,
with the objective value of the LP at the leaf node providing meaningful information.

The decision-making process in the B&B strategy has been formulated as a Markov Decision Process
(MDP) (Gasse et al. 2019; Mazyavkina et al. 2021), providing an opportunity to combine RL algorithms
with the B&B algorithm. Tang et al. (2020) propose an attention network for making cutting plane decisions
for a specific feasible region. Deep learning methods with neural networks (Gasse et al. 2019; Nair et al.
2020; Zhang et al. 2022) and imitation learning on existing heuristic branching rules (He et al. 2014;
Yilmaz and Yorke-Smith 2021) have been developed for branching decisions in B&B algorithms. For work
involving the use of MCTS to facilitate the search process in B&B, Sabharwal et al. (2012) propose a
variant of Upper Confidence Bound for Trees (UCT) (Kocsis and Szepesvári 2006) to guide the search in a
CPLEX solver at early stages, where rollouts are replaced by lower bounds obtained through LP relaxation.
Recent work has focused on using the structure of the problem to combine MCTS with the B&B algorithm.
For example, Baltussen et al. (2023) propose a parallel hybrid optimization algorithm that utilizes MCTS
to guide the search in B&B for the vehicle routing problem, while Chour et al. (2023) use MCTS to
search for feasible solutions, where an MILP, serving as a relaxation of the problem, provides lower bound
information to reduce the search space. For work using MCTS in optimization problems, Loth et al. (2013)
and Abe et al. (2019) extend MCTS to control the exploration of the search tree in constraint programming
problems and graph-based optimization problems, respectively. Khalil et al. (2022) employ MCTS to solve
the backdoor search problem in MILP, where a backdoor is a small subset of integer variables that allows
the problem to be solved efficiently by branching only on those variables. Our work is distinct from the
aforementioned studies. Instead of using MCTS to improve B&B search, our work focuses on using MCTS
instead of B&B to solve MILPs, with the generation of the search space based on LP relaxation, which is
similar to the B&B scheme. In addition, our work focuses on general MILPs, rather than focusing only
on specific types of optimization problems. The most relevant work to our study is Fortin (2021), which
is a preliminary study exploring the use of UCT to solve MILPs by combining heuristics implemented in
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the SCIP solver (Achterberg 2009). Unlike Fortin (2021), we consider a different MCTS algorithm and
formally tailor it to solve MILPs without relying on modern solvers.

Our aim is to design an MCTS algorithm to efficiently solve MILPs. When using MCTS to solve
MILPs, the search space comprises all branching candidate variables obtained from solving LPs. We
formulate the decision-making process for tree search within this space as an MDP and adapt AOAT to
solve MILPs. AOAT compares different nodes based on their corresponding posterior mean and posterior
variance for the unknown state value. A node with a large posterior mean and/or a large posterior variance
tends to be selected following the AOAT scheme, balancing exploration and exploitation. The advantages
of AOAT over UCT are that AOAT tends to explore more, achieves asymptotic optimality, and has shown
better performance (Zhang et al. 2022; Liu et al. 2023). A key challenge in using MCTS for MILPs is
defining the appropriate reward for a leaf node, since it is unclear whether an obtained feasible solution is
optimal. We propose a reward assignment mechanism that compares multiple leaf node values in a round
before assigning rewards. Existing diving heuristics for B&B algorithms provide prior information for a
newly added node during the expansion phase of MCTS, and can also serve as a rollout policy for MCTS.
A simple numerical experiment demonstrates the potential benefits of the proposed method, indicating its
potential for further research.

The paper is organized as follows. Section 2 introduces some basic concepts and formulates the problem.
Section 3 provides an overview of MCTS and the proposed algorithm. Section 4 presents the experimental
setup for the empirical validation of the proposed algorithm and discusses the empirical results. The paper
concludes with some perspectives for further research.

2 PROBLEM FORMULATION

In this section, we describe the fundamental concepts relevant to this work and provide a formulation for
searching within the tree-based space as an MDP.

2.1 Mixed Integer Linear Program (MILP)

An MILP is a mathematical optimization problem that consists of a set of linear constraints, a linear
objective function, and variables that can be continuous or integral. Given a constraint coefficient matrix
A ∈ Rm×n, a constraint right-hand-side vector b ∈ Rm, an objective coefficient vector c ∈ Rn, and a subset
I ⊆ {1, . . . ,n}, an MILP = (A,b,c, I) can be defined as

z∗ = min{cT x|Ax≤ b,x ∈ Rn,x j ∈ Z,∀ j ∈ I} . (1)

Denote XMILP =
{

x ∈ Rn|Ax≤ b,x ∈ Rn,x j ∈ Z,∀ j ∈ I
}

as the set containing feasible solutions of (1).
A feasible solution x∗ ∈ XMILP is optimal if its objective value satisfies cT x∗ = z∗. The linear programming
(LP) relaxation of (1), derived by ignoring the integer constraints, is expressed as

z̃ = min{cT x|x ∈ PLP} , (2)

where PLP = {x ∈ Rn|Ax≤ b,x ∈ Rn}. Let x̄R be the optimal solution for (2). Since XMILP ⊆ PLP, it
follows that z̃≤ z∗, indicating that the optimal solution for (2) provides a lower bound for (1), also known
as the dual bound. The LP is convex and can be solved efficiently using various algorithms, such as the
simplex algorithm. If a solution to the LP relaxation satisfies the original integrality, then it also serves as
a solution to (1).

2.2 Tree Structure of the Branch and Bound (B&B) Algorithm

Starting from a root node representing the LP relaxation of the original MILP, a B&B algorithm recursively
constructs a search tree by branching fractional variables that need to be integers to reduce the feasibility
region. Each node in the search tree represents an LP relaxation subproblem, and branching a variable
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at a node creates two child nodes. For a given LP relaxation subproblem Q, let x̄Q represent the optimal
solution for z̃Q = min{cTx|x∈Q}. For x̄Q /∈ XMILP, let A = {i∈ I | x̄i

Q ̸∈Z} be the set of branching candidate
variables that do not meet the integrality constraint. A branching rule determines which variable i∗ ∈ A to
branch on and in which direction (floor or ceiling) to proceed. This decision plays a vital role in the success
of B&B: Q is decomposed into two subproblems, with additional constraints xi∗

Q ≤ ⌊x̄i∗
Q⌋ and xi∗

Q ≥ ⌈x̄i∗
Q⌉,

where ⌊·⌋ and ⌈·⌉ represent the floor and ceiling functions, respectively. The two subproblems differ from
the parent LP only in the variable bounds for xi∗

Q.
The search tree ends when a feasible or infeasible solution is found, with the leaf nodes being referred to

as fathomed nodes. A feasible solution at a fathomed node occurs when x̄Q ∈ XMILP, whereas an infeasible
solution occurs when the LP is infeasible. For a minimization problem (1), the optimal solution of the
LP provides a lower bound (i.e., dual bound) for the original MILP, whereas the current optimal feasible
solution provides an upper bound (i.e., primal bound) for the original MILP. The solving process ends when
the primal and dual bounds are equal or when the feasible regions can no longer be further decomposed,
demonstrating optimality or infeasibility for the original MILP, respectively. Figure 1 illustrates a tree
structure using B&B to solve an MILP.

Figure 1: The search tree generated by using B&B to solve an MILP.

A diving heuristic starts from a given node and expands a single path in the depth-first order down the
B&B tree until it reaches a leaf node, where branching decisions are made based on a certain criterion.
Some commonly used diving heuristics are as follows:

• Random Diving (RD): selecting the branching variable at random and fixing it to a random direction.
• Fractional Diving (FD): selecting the variable with the lowest fractionality and fixing it in the

corresponding direction, i.e., i∗ = argmini∈A|x̄i
Q−⌊x̄i

Q +0.5⌋|. The rationale for FD is that the
variable in the set A with a fractional value closest to an integer is more likely to converge to this
integer value in the optimal solution.

• Line Search Diving (LSD): considering the ray originating from x̄R and passing through x̄Q, this
heuristic selects the variable whose coordinate hyperplane xi

Q = ⌊x̄i
Q⌋ or xi

Q = ⌈x̄i
Q⌉ is intersected

first by the ray. The selected variable is given by: i∗ = argmini∈AsLSD
i , where sLSD

i =
x̄i

Q−⌊x̄i
Q⌋

x̄i
R−x̄i

Q
if

x̄i
R > x̄i

Q, and sLSD
i =

⌈x̄i
Q⌉−x̄i

Q

x̄i
Q−x̄i

R
, otherwise.

• Coefficient Diving (CD): selecting the variable with the minimal number of (positive) up-locks or
down-locks and fixing it in the corresponding direction. A variable lock refers to the number of
constraints that are violated by fixing a fractional variable to either its ceiling or floor value.
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The B&B algorithm considers pruning suboptimal branches to keep the search tree and the computational
steps small, thereby reducing the solving time and memory requirements. Typically, in the B&B algorithm,
for a minimization problem, a node is pruned if the objective value z̃Q of the corresponding LP relaxation
problem is larger than or equal to the objective value of the currently obtained feasible solution.

2.3 Markov Decision Process (MDP) Formulation

The decision-making process for searching within the tree-based space composed of branching candidate
variables can be formulated as an MDP, with MCTS serving as an efficient tool for solving the MDP by
making a sequence of decisions. An MDP is typically expressed as a four-tuple (S,A,P,R), where S and
A denote the state and action spaces, respectively. P is the Markovian transition model, with p(s,a,s′)
representing the probability of transitioning to state s′ after selecting action a in state s. R : S 7→ R is
the reward function. A policy π : S 7→ A, which starts from an initial state and continues until reaching a
terminal state or a defined time horizon, gathers a sum of rewards.

When solving MILPs using MCTS, each node in the search tree represents an LP relaxation problem,
comprising (2) along with all constraints added from all past branching decisions. Each node generates a set
of branching candidate variables, with each having two possible branching directions. The agent at a node
determines a branching variable from these candidates and chooses a corresponding branching direction,
resulting in a transition to a child node. An RL algorithm aims to learn an optimal policy π∗, which is a
sequence of actions starting from the root node. To be specific, we define the following: State S: A state
st ∈ S represents the current LP, i.e., st

∆
= Qt , t = 0, · · · ,H, with H indicating the horizon length; Action A:

The action set for a given state st is state-dependent, i.e.,Ast ⊆A. An action at ∈Ast is a branching decision

involving a branching candidate variable and a direction to fix, i.e., Ast

∆
= {At ;{⌊·⌋,⌈·⌉}}; Transition P:

The transition is deterministic, i.e, p(st ,at ,st+1) = 1, st ,st+1 ∈ S, at ∈ Ast ; and Reward R: No reward is
assigned to intermediate states, and the reward for the terminal state R(sH) is set based on whether the
solution to QH is feasible or infeasible for the original MILP, indicating a sparse reward.

This MDP formulation is similar to that in the game of Go, where MCTS is used to efficiently explore
large state spaces and make informed decisions based on simulations. Notice that this formulation differs
from those in Gasse et al. (2019) and Mazyavkina et al. (2021), which model the decision-making process
in the B&B tree as an MDP, where each state is a current B&B tree, providing an opportunity to use RL
algorithms to learn branching decisions in B&B.

3 TAILORING MCTS TO MILP

This section introduces AOAT and presents several specific modifications made to tailor the algorithm for
solving MILPs. The first issue concerns the assignment of the reward value at the leaf node in each MCTS
rollout, which should effectively distinguish between feasible, infeasible, and optimal solutions. A second
issue relates to the rollout policy in MCTS. Although MCTS can converge to the correct state-action value
function given enough search budget, even if the heuristic used for the rollout policy is suboptimal, having
a good rollout policy could make a significant difference in the performance of MCTS for MILPs.

3.1 Asymptotically Optimal Allocation for Trees (AOAT)

The AOAT algorithm simultaneously explores and builds a search tree, initially starting at its root node s0,
while updating an estimate of the state-action value function Q(s0,a) across N tree-walks. Each tree-walk
involves three phases: selection, expansion, and rollout.

The selection phase starts from the root node (initial state s0) and iteratively selects a child node (state-
action pair) until reaching a leaf node in the current MCTS tree. Node selection is modeled as an R&S
problem. For a problem aiming to find an action for the root node with the maximal Q(s0,a), the selected
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action a∗ is determined by a∗= argmaxa∈As Vs,a, where for ã= argmaxa∈As Q̂s,a, Vs,ã = min
a∈As, a̸=ã

(Q̂s,ã−Q̂s,a)
2

σ̃s,ã+σ̂s,a
,

and for â ∈As, â ̸= ã, Vs,â = min
{
(Q̂s,ã−Q̂s,â)

2

σ̂s,ã+σ̃s,â
, min

a∈As, a̸=ã,â

(Q̂s,ã−Q̂s,a)
2

σ̂s,ã+σ̂s,a

}
. In addition, σ̂s,a =

(
1

σ̂0
s,a
+

ns,a
σ̄s,a

)−1

represents posterior variance, and Q̂s,a = σ̂s,a

(
Q̂0

s,a
σ̂0

s,a
+

ns,aQ̄s,a
σ̄s,a

)
represents posterior mean, where Q̂0

s,a and

σ̂0
s,a contain prior information. ns,a denotes the number of times action a has been selected in node s,

and Q̄s,a and σ̄s,a stand for the sample mean and variance collected when selecting action a from node s,

respectively, σ̃s,a =
(

1
σ̂0

s,a
+

ns,a+1
σ̄s,a

)−1
. The trade-off between exploration and exploitation is controlled by

the posterior mean and variance for a certain state value. The difference in posterior means of two nodes
ã, and a ∈ As, a ̸= ã being small and their variances being large tends to lead to a small Vs,a, and AOAT
allows one of the two nodes that are most difficult to compare to be selected.

The expansion phase occurs once a state not in the tree is reached. This phase initializes ns,a with n0
s,a,

along with Q̂0
s,a and σ̂0

s,a. It then adds the current state to the tree and moves on to the rollout stage. The
values for Q̂0

s,a and σ̂0
s,a can be set based on prior expert knowledge of the problem. If no prior knowledge

is available, these values can be initialized to a small default.
The rollout phase starts after the expansion stage, where actions are iteratively selected according to

a certain rollout policy until reaching a terminal state sH . The rollout policy is typically stochastic or
heuristic, guiding the search toward promising areas. The resulting reward R(sH) is used to update Q̂s,a
and σ̂s,a in all nodes visited during the tree-walk:

ns,a← ns,a +1; µ̄s,a = Q̄s,a;

Q̄s,a← Q̄s,a +(R(sH)−Q̄s,a)/ns,a;

σ̄s,a←
ns,a−1

ns,a
σ̄s,a +

1
ns,a

(
R(sH)−Q̄s,a

)
(R(sH)− µ̄s,a) .

Simulations are run until a stopping criterion is met, often a fixed number of iterations (i.e., N). The
action with the maximal Q(s0,a) is executed. Compared to the commonly used UCT, the setup of the R&S
problem aligns with that of MCTS, and the assumption of a normal distribution for the reward value in AOAT
makes it suitable for general decision-making problems. AOAT incorporates more sample information,
such as sample variances. A search tree generated using MCTS to solve the same minimization problem
in Figure 1 is shown in Figure 2. As shown in Figure 2, two branching sequences lead to the optimal
solution. A B&B tree can be considered as a special case of the MCTS search tree after pruning with
certain branching rules. Although the search tree for MCTS is larger than that for B&B, MCTS serves
as an efficient tool for exploring spaces with large state and action sets without relying on pre-trained
models. This suggests that the advantage of solving MILPs with MCTS becomes more pronounced as the
complexity of the problem increases or when efficient branching rules for the B&B algorithm are difficult
to find.

3.2 Assigned Reward for Leaf Nodes

The search tree of MCTS for solving MILPs always ends up at a feasible or infeasible solution. For a
current feasible solution, it is uncertain whether there exists another feasible solution with a better objective
function value. The objective of MCTS is to maximize the probability of correctly selecting the optimal
child node of the root node, and the reward assignment for the leaf node determines how the expected value
of each child node is calculated, which affects the balance between exploration and exploitation in MCTS.
Properly designed rewards guide MCTS toward optimal paths and help avoid getting stuck in low-reward
regions, which is crucial for MCTS to solve MILPs. An appropriate reward assignment for leaf nodes
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Figure 2: The search tree generated by using MCTS to solve an MILP, where the optimization considered
is same in Figure 1.

should motivate MCTS to explore better feasible solutions, avoiding getting stuck in non-optimal feasible
solutions and infeasible solutions.

A simple reward assignment is to set the reward as the corresponding objective function value for a
feasible solution, and set a large enough penalty for an infeasible solution in a minimization problem (or
a small enough penalty in a maximization problem), given that the optimal objective function value is
unknown. However, if a child node of the root node that contains the optimal solution also includes many
infeasible solutions at the leaf node, the estimation of its state value will converge to a degraded value,
hindering the effectiveness of the MCTS. Therefore, simply using the objective function value may not
result in a suitable reward assignment design for leaf nodes. Inspired by the reward assignment mechanism
in using MCTS for computer games, obtaining a feasible solution at the leaf node can be considered a
win in a game, whereas obtaining an infeasible solution can be considered a loss. Given that some MILP
instances, such as the set cover problem (Chvatal 1979), always result in a feasible solution and different
feasible solutions can yield different objective function values, with the goal being to find the best feasible
solution, we propose a reward assignment method that evaluates whether a feasible solution is optimal
among all feasible solutions in a round containing several MCTS simulations. This allows for assigning
a loss to non-optimal feasible solutions, motivating MCTS to keep exploring the search space, avoiding
settling for suboptimal solutions, and leading to the discovery of the truly optimal solution.

To be specific, ℓ ∈ Z+ simulations of MCTS–comprising selection, expansion, and rollout–are run
before backpropogating a reward R(sH). The hyperparameter ℓ can be tuned. Each set of ℓ simulations of
MCTS is referred to as a round. For the first (ℓ−1) tree-walks in a round, only ns,a← ns,a +1 is updated
for all nodes visited during the tree-walk. For the ℓ-th tree-walk in a round, along with updating ns,a,
a reward of R(sH) = 1 is backpropagated from the leaf node sH , corresponding to the optimal feasible
solution among all ℓ solutions, up to the root node s0. In addition, if the optimal feasible solution obtained
in the current round is better than or equal to the optimal feasible solutions obtained in previous rounds,
the reward is set to R(sH) = 2. This reward assignment for leaf nodes ensures that the child node with the
highest state value at the root node is more likely to contain the better feasible solution, enabling MCTS to
operate efficiently. Assigning only ns,a for the first (ℓ−1) tree-walks can be viewed as giving R(sH) = 0
for infeasible solutions and non-optimal feasible solutions, avoiding all ℓ simulations of MCTS being on
the same tree-walk. As N increases, better feasible solutions tend to be included multiple times in a round
of MCTS.
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3.3 Heuristic initialization and rollouts

In the expansion phase of MCTS, when a new node is added to the search tree, certain node statistics
and prior parameters are initialized. Prior information on the state of the problem can speed up the
convergence of the state value. AOAT assigns a small n0 > 0 to the initialized nodes, allowing reward
to be obtained from leaf nodes, so that σ̄s,a can be calculated, and empirically assigns Q̂0

s,a and σ̂0
s,a.

However, in MILPs, diving heuristics for B&B search determines which fractional variable to branch on
and which direction to fix, providing a way to determine prior parameter Q̂0

s,a for each node. For example,
to initialize Q̂0

s,a using information obtained from fractional diving, the value can be set to Q̂0
s,a =

1
x̄a

s−⌊x̄a
s ⌋

or Q̂0
s,a =

1
⌈x̄a

s ⌉−x̄a
s
, depending on the corresponding fixing direction. To initialize Q̂0

s,a using information
obtained from coefficient diving, the value can be set to the corresponding number of constraints that are
violated.

As mentioned earlier, beyond the classical random rollout in MCTS, different diving heuristics can
be used as an alternative for the rollout phase when solving MILPs. In addition, the bounding rule in
the B&B algorithm offers a method to stop early in a tree-walk, thereby speeding up the MCTS search.
Specifically, a tree-walk can be stopped when the LP relaxation solution is worse than the optimal feasible
solution obtained so far, as this indicates that further progress cannot yield a better solution, resulting in a
reward of zero for this node. The following pseudocode in Algorithm 1 illustrates the condensed form of
the tailored AOAT for solving MILPs.
Algorithm 1 Tailored AOAT for Solving MILPs

Input: root node s0 corresponding to LP relaxation of the original MILP; number of tree-walks N;
algorithmic constants for AOAT: n0, Q̂0

s,a, σ̂0
s,a; ℓ for number of simulations in a round.

Output: optimal feasible solution.

function AOAT-MILP(s0, N, n0, Q̂0
s,a, σ̂0

s,a, ℓ)
n← 1; l← 1; feasol← []
while n < N do

sq← SELECTIONPOLICY(s0, n0, Q̂0
s,a, σ̂0

s,a)
sH ← ROLLOUTPOLICY(sq)
feasol← the solution at sH (if it is a feasible solution)
ns,a← ns,a +1;
if l == ℓ then

s∗H ← the best node corresponding to the optimal value in the set feasol;
optfeasol← the optimal value in feasol
BACKPROPAGATE(s∗H , R(s∗H))
l← 1; feasol← []

else
l← l +1

end if
n← n+1

end while
return optfeasol

end function

function SELECTIONPOLICY(s0, n0, Q̂0
s,a, σ̂0

s,a)
while s is nonterminal do

if sq−1 is expandable then
return EXPAND(sq−1)

3387



Zhang, and Peng

else
st+1← AOAT(st , n0, Q̂0

s,a, σ̂0
s,a)

end if
end while
return sq

end function

function EXPAND(sq−1)
choose a ∈ untried actions from Asq−1

append a new child sq to sq−1
return sq

end function

function ROLLOUTPOLICY(sq)
while s is nonterminal do

choose an action a ∈ As based on the rollout policy
append a new child node s′ = (s,a) to the parent node s
if the solution at s′ is worse than the solution corresponding to optfeasol then

break
end if

end while
return sH

end function

function BACKPROPAGATE(s∗H ,R(s∗H))
update the node values in the corresponding tree-walk

end function
The proposed algorithm that uses AOAT to solve MILPs, referred to as AOAT-MILP, can be shown to

be consistent, as demonstrated in Proposition 1, with the proof to be presented in future work.
Proposition 1. The proposed AOAT-MILP is consistent, i.e., assuming the optimal solution to (1) exists,
as N→ ∞, the optimal solution can definitely be found with the use of AOAT-MILP.

4 NUMERICAL EXPERIMENTS

In this section, we demonstrate the empirical performance of the proposed AOAT-MILP algorithm on an
optimization problem. We compare the proposed algorithm with UCT, algorithms using different rollout
policies, and different initialization methods. The following are descriptions of the tested algorithms and
their notations: AOAT-MILP (random+FDi): uses a random rollout policy and FD statistics to initialize
Q̂0

s,a; UCT-MILP (random+FDi): uses UCT as the MCTS algorithm, with the same initialization and
rollout strategy as AOAT-MILP (random+FDi); AOAT-MILP (FD+FDi): uses FD as a rollout policy and
FD statistics to initialize Q̂0

s,a; AOAT-MILP (LSD+FDi): uses LSD as a rollout policy and FD statistics
to initialize Q̂0

s,a; AOAT-MILP (CD+FDi): uses CD as a rollout policy and FD statistics to initialize Q̂0
s,a;

AOAT-MILP (random+LSDi): uses a random rollout policy and LSD statistics to initialize Q̂0
s,a.

For AOAT-MILP, we set σ̂0
s,a = 1, n0 = 10, ℓ= 1, and if σ̄s,a = 0, a small ε = 0.1 is used as an alternative

value. The exploration ratio in the UCT is set to
√

2. The tested optimization problem is as follows

max 24x1 +13x2 +23x3 +15x4 +16x5

s.t. 12x1 +7x2 +11x3 +8x4 +9x5 ≤ 26

x1, · · · ,x5 ∈ {0,1} ,

(3)
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where its optimal solution is x∗ = (0,1,1,1,0) with an optimal objective function value of z∗ = 51. The
optimal solution to the LP relaxation problem of (3) is x̄R =

(
1,0,1, 3

8 ,0
)

with an objective function value
of ẑ = 52.625. The optimization problem (3) is a special case of an MILP in which all integer variables
are binary.

The search tree for solving (3) using MCTS can be enumerated, providing a more intuitive understanding
of the numerical results. The number of tree-walks for each tested algorithm is set to N = 80, and the
total number of tree-walks is 100 since there are two child nodes for the root node. The number of the
tree-walks is intentionally not set too large to prevent fully exploring the tree, which would reduce the
impact of the rollout policy. All tested algorithms can obtain the optimal solution x∗ for (3), and we use
the number of times x∗ is visited as a performance measure. The results are obtained from 105 independent
macro runs for each algorithm. Table 1 presents the visit frequency for x∗, along with the posterior state
value for each of the two child nodes of the root node.

Table 1: The visit frequency for x∗ and the Q̂s,a for each of the two child nodes of the root node (averaged
over 105 runs).

visit frequency for x∗ (%) Q̂s,a for x̄4
R = 0 Q̂s,a for x̄4

R = 1
AOAT-MILP (random+FDi) 17.43 0.6614 0.6078
UCT-MILP (random+FDi) 12.72 0.6432 0.5730

AOAT-MILP (FD+FDi) 21.87 0.8745 0.5667
AOAT-MILP (LSD+FDi) 30.88 0.9244 0.9391
AOAT-MILP (CD+FDi) 38.47 0.8018 1.1439

AOAT-MILP (random+LSDi) 17.46 0.6530 0.6065

From Table 1, we can observe that AOAT-MILP (random+FDi) achieves a higher visit frequency for
the optimal solution than UCT-MILP (random+FDi) in the tested problem, demonstrating the efficiency of
using AOAT instead of UCT as an MCTS algorithm for solving MILPs. We can also see that AOAT-MILP
with various diving heuristics performs significantly better than AOAT-MILP with random diving, indicating
that the rollout policy itself can influence the effectiveness of the AOAT-MILP algorithm. However, it is
challenging to determine which rollout policy is best for general MILPs, as it may depend on the specific
MILP instances being addressed. A random rollout policy could also perform well in complex, large-scale
MILPs. Comparing AOAT-MILP (random+LSDi) with AOAT-MILP (random+FDi), we find that using
different statistics from diving heuristics for initializing Q̂0

s,a also has an impact on the performance of the
AOAT-MILP algorithm, although the effect is not as significant in the tested example, possibly because it
influences the convergence of the AOAT-MILP.

Through enumeration, we find that the optimal solution occurs under the branch corresponding to
x̄4

R = 1 for the root node. From Table 1, we can observe that a higher visit frequency corresponds to a larger
Q̂s,a for x̄4

R = 1 compared to x̄4
R = 0. This could be attributed to MCTS converging to the optimal state

value for each node, indicating that the best action at the root node indeed contains the optimal solution x∗

under the proposed reward assignment mechanism. We also set ℓ= 2 for AOAT-MILP (random+FDi) in
an additional experiment to demonstrate the effectiveness of our reward assignment mechanism, resulting
in a higher visit frequency for x∗, i.e., 18.52. Both findings demonstrate the effectiveness of our reward
assignment mechanism.

In our experiment, we do not use solving time as a performance measure for the different tested
algorithms, as it is hardware-dependent and reliant on the testing environment. Using other performance
measures, such as the primal integral and the gap between the primal and dual bounds, to gauge the efficiency
of the tested algorithms, as well as testing on more challenging optimization problems and comparing with
traditional B&B algorithms and modern solvers, are left for future work.
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5 CONCLUSIONS

The paper explores the use of Monte Carlo Tree Search (MCTS) to solve Mixed Integer Linear Programs
(MILPs). Following the Branch and Bound approach, we formulate solving MILP instances as a Markov
decision process, allowing MCTS to efficiently address the problem. By setting appropriate rewards and
using existing diving heuristics, we adapt the Asymptotically Optimal Allocation for Tree (AOAT) algorithm
to solve MILPs. The proposed algorithm is tested on a simple problem to demonstrate its effectiveness.

This work demonstrates that MCTS has potential for solving MILPs, offering various avenues for further
research. Evaluating the performance of the proposed method on complex MILP instances and comparing
its efficiency with that of modern solvers deserve future work. Further research also include developing
a more effective reward assignment mechanism and finding ways to avoid solving a linear programming
(LP) relaxation problem after each branching decision at a node. In the search tree for solving MILPs
with MCTS, pruning nodes would not eliminate the possibility of finding the optimal solution, as multiple
sequences of decisions can lead to the optimal solution, and thus exploring strategies for pruning nodes
to reduce the search space in complex problems also deserves future work. How to train a policy neural
network to learn the probability distribution for each action to improve the overall performance of the
proposed algorithm could also be future work. MCTS has proven efficient in solving complex problems
with large state and action spaces, suggesting that it could be used to tackle challenging MILP instances
where even modern solvers struggle to find good feasible solutions.
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