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ABSTRACT 

Discrete event simulation, formalized as deductive modeling, has been shown to be effective for studying 
dynamical systems. Development of models, however, is challenging when numerous interacting 
components are involved and should operate under different conditions. Machine Learning (ML) holds the 
promise to help reduce the effort needed to develop models. Toward this goal, a collection of ML 
algorithms, including Automatic Relevance Determination is used. Parallel Discrete Event System 
Specification (PDEVS) models are developed for Single-stage and Two-stage cascade factories. Each 
model is simulated under different demand profiles. The simulated data sets are partitioned into subsets, 
each for one or more model components. The ML algorithms are applied to the data sets for generating 
models. The throughputs predicted by the ML models closely match those in the PDEVS simulated data. 
This study contributes to modeling by demonstrating the potential benefits and complications of utilizing 
ML for discrete-event systems. 

1 INTRODUCTION 

Dynamical models are vital for understanding and operating complex systems, including smart 
manufacturing. Models must be able to simulate well-defined conditions, but the development efforts and 
computing resources can vary greatly based on system scale and complexity. A unifying concept for 
describing dynamical systems is to define them to have inputs, operations, and outputs (Wymore, 2018). 
Two well-known methods for model specifications are deductive and inductive. The former requires 
specifying structure and behavior abstractions for predicting output given some expected input. The latter 
extracts some system structure and behavior from expected input and output data.  

A deductive model is one where its outputs are computed given some known operations that act on 
some inputs. These kinds of models are generally based on first principles. Operations are commonly 
defined in terms of states, functions, and relations that transform inputs into outputs. They are formalized 
according to some cause-and-effect formulations. Each model has its own structure and behavior. 
Considering the Parallel Discrete Event System Specification (PDEVS) modeling formalism (Chow and 
Zeigler, 1994), it is well-suited for describing and simulating the dynamics of discrete event systems as a 
collection of interacting components.  

In inductive modeling, the operations for some observed actual and/or simulated input and output 
regimes are usually identified using second principles. Compared with first principles, these principles are 
not founded on axioms such as the laws of motion in Physics. Such operations are expected to be applied 
to unobserved input regimes to generate acceptable output regimes. Machine Learning Algorithms (MLA), 
such as Linear Regression and Naïve Bayes (Bishop and Nasrabadi, 2006), broadly fall into the inductive 
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modeling paradigm. The viability of MLA can vary significantly depending on the quantity and quality of 
a given system’s input/output data and behavior under different operating conditions as well as algorithms’ 
hyperparameters. Considering discrete event systems, their data and output regimes are time-dependent and 
may behave deterministically or not.  

Development of component-based models for new systems generally requires significant time and 
resources including the skills to create knowledge (Fujimoto et al., 2018). Although componentization helps 
with restraining model complexity and understanding, making changes to models becomes difficult or 
impractical in view of expert skill, time, and effort. As the scale and complexity of models grow, more 
powerful computational platforms are needed. Development and use of such parallel and distributed 
simulation platforms can be exceedingly time-consuming and expensive. Even having such models in hand, 
it may be impractical to simulate them in a timely manner. 

Machine Learning models can be difficult to generate as they depend on knowledge in specific domains. 
Large data sets and computing resources are generally needed for training and testing. Time in most ML 
models, particularly regression type, does not serve an explicit principal role. A substantial amount of time 
may be needed to develop these models. They are expected to predict output patterns given unobserved 
input patterns that closely mimic some observed combined input and output patterns. Still, the development 
of ML models is desirable since they hold the potential to be extracted from data instead of creating them 
from scratch from problem descriptions that may be unclear and incomplete. MLA may be executed much 
faster (inference time) and benefit from specialized computing platforms, including GPU clusters, when a 
vast amount of observed and/or simulated data is needed to extract hidden knowledge chiefly for analysis 
and, to a lesser degree, for prediction.  

The above indicates deriving models using ML from component-based models stands to advance 
simulation studies under the assumption the necessary simulated data is available or otherwise can be 
obtained in a timely fashion. This research focuses on smart semiconductor manufacturing factories, a class 
of dynamical discrete event systems that have intricate structures and behaviors. Such factories with many 
kinds of machines rely on simulations to find efficient schedules for connected processes. Individual 
factories should enable the flexibility for producing computer chips through new kinds of connected 
factories. Simulations of these systems should be more flexible and efficient for models that are expected 
to grow in complexity and scale. 

This paper details an approach where two discrete-event models of re-entrant semiconductor 
manufacturing factories are used and transformed to ML models. Sections 2 and 3 provide a short 
background on Parallel DEVS and supervised MLA and closely related works. Section 4 describes a method 
for transforming PDEVS models into ML regression models and demonstrates its use for re-entrant Single-
stage and Two-stage cascade semiconductor factory models. Section 5 details experiments to evaluate the 
generated ML relative to the PDEVS models. Section 6 concludes the paper and highlights future research.  

2 BACKGROUND 

Discrete-event models are generally created using first principles as deductive methods whereas MLA as 
inductive methods rely on second principles. There exist several approaches, frameworks, and tools for 
specifying and simulating discrete event models. Similarly, many MLA have been developed. As models, 
they represent some form of correlation among some given input and their processing as output data. The 
PDEVS and MLA are chosen for this research. These are briefly described next. 

2.1 Discrete Event Modeling 

Considering component-based deductive modeling, the atomic PDEVS model specification has input, state, 
and output variables and time-based functions. The specification requires concise formulations for 
processing inputs, state transitions, and generating outputs. As primitive components, they can be 
hierarchically composed to create a variety of composite models. Well-formed input and output provide 
concise semantics for individual components and their compositions. As a deductive modeling approach, it 
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lends itself to concise understanding and causal reasoning. Input events may arrive and outputs may be 
produced with non-uniform time intervals. Multiple input and output events may occur concurrently at 
arbitrary time instances. State transition can occur either due to receiving input events (external transition 
function) or not (internal transition function). Furthermore, unlike classic DEVS (Discrete Event System 
Specification), concurrency achieved through a confluent function (i.e., some combination of the external 
and internal transition functions) is allowed. These models can be simulated using a variety of frameworks 
and tools developed in popular programming languages and executable on single and multi-processor 
computing platforms supported with distributed technologies (e.g., web services). The execution of these 
models conforms to the parallel simulation protocol where operations in the models with their input and 
output interactions are entirely observable. Model structures (components, couplings, and hierarchy), model 
types, atomic and coupled behavioral complexities, and primitive/compound data types result in the 
durations of simulation executions varying from a few milliseconds to hours and days. This becomes 
important when many simulation experiments are needed.  

2.2 Machine Learning Algorithms 

Numerous MLA are designed to extract models from available input and output data. The models make 
predictions that match unobserved data in varying degrees. As inductive models, such models define 
correlations between input and output variables. A simple linear model has a function with intercept and 
coefficient parameters. The function should satisfy some gradient descent measure such as the Root Mean 
Squared Error by finding the best values for the parameters for some given input and output data set. This 
model should minimize the difference between the true and predicted values for some outputs. This kind of 
model is holistic in contrast to the component-based modeling highlighted above. These algorithms are 
classified and evolved in past decades alongside the increasing amount of gathered data and huge advances 
in software and hardware. Some well-known regression MLAs selected for this research include Automatic 
Relevance Determination (ARD), Bayesian, Decision Tree (DT), K-Nearest Neighbors (KNN), LassoLars, 
Passive Aggressive Regression, Support Vector Regression (SVR), and TheilSen. The ML regression 
models are expected to exhibit better execution performance, require less development time, and be simpler 
to comprehend compared to neural networks, especially when there is limited data availability. Among 
these models, KNN, ARD, and DT showed superior performance for regression problems involving the 
prediction of continuous target variables. This research will primarily focus on the results obtained from 
these three algorithms. The following sections will discuss a few notable aspects of these models. 

KNN operates by identifying the k closest neighbor points in the training set to the test point and 
predicting the target value by calculating the average based on these neighboring points. The selection of k 
is a significant hyperparameter that affects the balance between overfitting and underfitting. KNN has the 
advantage of being able to capture nonlinear relationships between features and targets, making it an 
excellent choice for small datasets. ARD estimates the relevance of each feature in predicting the target 
variable. While Bayesian linear regression regularizes all features identically, it is not well-suited when 
only a few features are significant. In contrast, the regularization performed by this algorithm is highly 
adaptive since all weights are regularized differently (Thirion et al., 2011). It assigns a prior distribution to 
the regression coefficients, which promotes sparsity, meaning many of them will be set to zero. Relevant 
features will have non-zero coefficients, while irrelevant features will have coefficients that are close to 
zero. DT uses a process involving a sequence of binary selections through traversing an input data tree 
structure. It is a non-parametric algorithm that operates by recursively partitioning the feature space into 
smaller regions based on the features’ values. Each partition corresponds to a node in the tree, with the leaf 
nodes representing the predicted values for the corresponding region. One benefit is the ability to handle 
nonlinear relationships between features and targets. It can also handle missing values and categorical 
features. However, DT can overfit the training data, particularly if the tree is too deep or the minimum 
number of samples per leaf is too small (Bishop and Nasrabadi, 2006). The scikit-learn library (Pedregosa 
et al., 2011) is used for all the implementations of the MLA in this paper.  
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3 RELATED WORKS 

The prominence of semiconductor manufacturing has attracted researchers to study the use of machine 
learning approaches in predictive simulation. Numerous studies have been conducted to address the 
challenges and opportunities presented by the data-driven digital landscape of semiconductor 
manufacturing (Kang et al., 2020). A new approach is proposed to predict and control cycle times in large-
scale semiconductor manufacturing systems by considering the interaction between workcentres through 
global information such as release quantities, Work-In-Process (WIP), cycle time targets, and machine 
capacities (Barhebwa-Mushamuka et al., 2023). The approach involves local scheduling decisions guided 
by production targets, which are determined by a constraint-based optimization for cycle time targets. 
Another study proposes a system to predict the throughput time of production processes in manufacturing 
using AutoML (regression) (Hiller et al., 2022). Regression analysis and DTs are used to develop predictive 
models. The case study demonstrated the application possibilities of throughput time predictions based on 
the provided systematization, and highlighted differences in data availability and prediction quality. The 
authors suggest that feature engineering is an area that requires more research to further promote the 
practical use of predictive models. In another work, the factors influencing cycle time and patterns are 
identified to create ML predictive models for estimating cycle time (Meidan et al., 2011).  

A combination of clustering and regression analysis to Identify patterns in historical data and build 
models that could forecast cycle time has also been developed (Backus et al., 2006). Regression trees are 
used for obtaining predictions for lots in production based on completed lots that are similar. They can 
handle both categorical and continuous variables without scaling. Deep learning to predict jobs remaining 
time during manufacturing execution based on production big data has also been studied (Fang et al., 2020). 
The proposed method uses a stacked sparse autoencoder to learn representative features from high-
dimensional manufacturing big data to make accurate predictions. This study is applied in a large-scale job 
shop equipped with 44 machine tools producing 13 types of parts. ML techniques can also be used to 
identify factors affecting throughput in a semiconductor factory (Singgih, 2021). This study also contributed 
to the development of the Mini-Fab using Anylogic. It proposed a data collection scheme for the production 
control mechanism and classified the throughput into “good” and “bad” categories. Predicting throughput 
or cycle-time at high accuracy is not considered for purposes such as identifying input/output patterns. 
 Research works can also be viewed to focus on reducing the effort needed to develop simulation models 
and gaining simulation speed-up. Statistical regression modeling is proposed for the class of continuous 
systems that can be faithfully modeled according to the classic DEVS formalism (Saadawi et al., 2016). 
This work focuses on mapping the atomic models should be mapped to a holistic set of variables and 
functions. It is proposed execution of such predictive regression models to gain simulation speed-up. The 
aim is for the simulator to need fewer tasks to execute. In contrast, the work presented in this paper focuses 
on generating ML regression models that can execute much faster compared to PDEVS models.     
 Considering semiconductor wafer factories, it is shown queuing models can be created from discrete-
event models (Seok et al., 2020). Simulation speed-up is achieved by replacing high-fidelity model 
components with low-fidelity queuing models while achieving a desirable degree of accuracy. This work 
uses queuing theory to derive coarse-grain abstractions from their fine-grain counterparts. This is in contrast 
to using ML methods instead of queuing theory. In the case of using queuing models, they are combined 
with high-fidelity (coarse-grain) models. The PDEVS models are transformed into ML models and are 
envisioned to be combined with time-based discrete-event models. 
 Earlier research shows the use of recurrent neural networks to create the structure and behavior for 
finite memory classic DEVS models from some finite observed input and output event data (Choi and Kim, 
2002). Another work proposes using actual/simulated data to generate models with fixed input and output 
ports and combined with classic DEVS models (Antoine-Santoni et al., 2019). Additionally, reinforcement 
learning for Digital Twin is proposed for the classic DEVS formalism (David and Syriani, 2022). This work 
shows that simulation models can adapt automatically to the changes observed in systems.  
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 The briefly described related works highlight the different concepts and the challenges of extracting 
models and gaining simulation speed-up. The basic idea of the approach detailed in the remainder of the 
paper is to determine what to consider and how to generate ML regression models given the knowledge of 
the atomic and coupled PDEVS components.  

4 TRANSFORMING PDEVS MODELS TO ML MODELS 

This research shows an approach for extracting models using MLA applied to the data obtained from sets 
of discrete event simulation experiments. The approach can be viewed as having five steps. First, PDEVS 
are developed and verified for correctness. Second, a set of experiments are devised, simulated, and 
validated. Third, the simulation data sets are processed and structured in terms of input (features) and output 
data (labels) sets to be used with MLA. Fourth, a collection of MLA is selected and employed to predict 
output variables for the input variables used for a Mini-Fab and Two-stage Cascade Mini-Fab. This step 
involves choosing training and test data sets. Fifth, the strengths of MLA are evaluated in terms of 
quantitative metrics and PDEVS and ML modelers’ intuitions for the application domain of interest.  

 Two PDEVS models (Single-stage and Two-stage cascade semiconductor factories) are developed and 
simulated using the DEVS-Suite simulator (ACIMS, 2023). The input data sets are partitioned according 
to their scales. The training and test data are randomly and deterministically selected from the portioned 
data sets. The random choice of training and test data is for evaluating the accuracy of output predictions. 
The deterministic choices of training and test data are aimed at evaluating the MLA learning ability.   

4.1 Simulation Models 

A PDEVS Single-stage factory and a larger and more complex Two-stage cascade factory are developed. 
The Single-stage model is developed based on an existing benchmark (Kempf, 1994). A simplified 
component diagram for this model (named Mini-Fab) is shown in Figure 1(a). This factory consists of 
Diffusion, Implantation, and Lithography parts having machines A, …, E. Each part has a coordinator that 
dispatches wafers to one of the machines. The assignment of wafers to a machine is instantaneous (i.e., a 
simulation step consumes zero logical time).   
 The factory models can receive wafer lots called Product a (Pa), Product b (Pb), and Test wafer (Tw). 
The lots need to form a batch with a size of three prior to being chronologically processed through six steps 
across Diffusion, Implantation, and Lithography: steps 1 and 5 for machines A and B, steps 2 and 4 for 
machines C and D, and steps 3 and 6 for machine E (see Figure 1). The possible number of experiments 
defined in terms of (Pa, Pb, Tw) tuples is 218,700 of which 5,000 are considered suitable for this study 
since the rules for batching are that only one Tw lot can be included in the batch at most while Pa and Pb 
can be mixed in step 1, they cannot be mixed in step 5. Every machine is defined to operate in four 
consecutive phases: loading, processing, unloading, and transporting of wafer lots with an assigned period 
with some random uncertainty (e.g., 10%). Moreover, transducers are devised to collect data from the 
machines and coordinators in each part of the factory. These transducers have no influence on the 
components’ operations and their couplings.   
 Table 1 lists the data that is collected from simulations. The timing and other properties of these models 
can vary. These models are used to simulate a set of experiments conducted for the Single-stage and Two-
stage Cascade Mini-Fab factories. The Single-stage model has 15 atomic and 5 coupled models with 100 
couplings. Four transducer models are used to measure and collect input, output, and state information at 
every simulation execution step.  
 A Two-stage cascade model is conceptualized and created based on the Mini-Fab model (see Figure 
1(b)). The number of machines in Lithography is changed for coupling it with a replica of the Single-stage 
Mini-Fab factory. This model, named Stage-1 Mini-Fab, is connected to the replica of the Mini-Fab, named 
Stage-1 Mini-Fab. The resulting cascade model with 7 transducers (named Cascade Mini-Fab) has 28 
atomic, 10 coupled components and 204 couplings. This cascade model will be used to generate simulation 
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scenarios that exhibit higher structure and behavior complexities. The number for the Pa and Pb can be 
{0,2,3,6,9,12,18,24,27,30,36,45,48,54,60,72,81,90} and for Tw can be {0,1,3,6,9,12,15,18,27}. 
  
 

  
(a) (b) 

Figure 1: Component-based semiconductor factory models. (a) Single-stage Mini-Fab with feedforward 
and feedback connections. (b) Single-stage Mini-Fab factories form a Two-stage cascade factory.  

Table 1: Machine, coordinator, and transducer components. 

Diffusion Lithography Mini-Fab  

 
• 𝐴𝐴 & 𝐵𝐵 𝑙𝑙𝑙𝑙𝑙𝑙𝑙𝑙 𝑡𝑡𝑡𝑡𝑡𝑡𝑡𝑡𝑡𝑡 
• 𝐴𝐴 & 𝐵𝐵 𝑝𝑝𝑝𝑝𝑝𝑝𝑝𝑝𝑝𝑝𝑝𝑝𝑝𝑝𝑝𝑝𝑝𝑝𝑝𝑝 𝑡𝑡𝑡𝑡𝑡𝑡𝑡𝑡𝑡𝑡 𝑠𝑠𝑠𝑠𝑠𝑠𝑠𝑠𝑠𝑠 1 & 5 
• 𝐴𝐴 & 𝐵𝐵 𝑝𝑝𝑝𝑝𝑝𝑝𝑝𝑝𝑝𝑝𝑝𝑝𝑝𝑝𝑝𝑝𝑝𝑝 𝑡𝑡𝑡𝑡𝑡𝑡𝑡𝑡𝑡𝑡 
• 𝐴𝐴 & 𝐵𝐵 𝑢𝑢𝑢𝑢𝑢𝑢𝑢𝑢𝑢𝑢𝑢𝑢 𝑡𝑡𝑡𝑡𝑡𝑡𝑡𝑡𝑡𝑡 
• 𝐴𝐴 & 𝐵𝐵 𝑝𝑝𝑝𝑝𝑝𝑝𝑝𝑝𝑝𝑝𝑝𝑝𝑝𝑝𝑝𝑝𝑝𝑝 𝑙𝑙𝑙𝑙𝑙𝑙𝑙𝑙 𝑖𝑖𝑖𝑖 𝑠𝑠𝑠𝑠𝑠𝑠𝑠𝑠𝑠𝑠 1 & 5 
• 𝐴𝐴 & 𝐵𝐵 𝑡𝑡ℎ𝑟𝑟𝑟𝑟𝑟𝑟𝑟𝑟ℎ𝑝𝑝𝑝𝑝𝑝𝑝𝑝𝑝 
• 𝐶𝐶𝐶𝐶𝐴𝐴𝐴𝐴  𝑠𝑠𝑠𝑠𝑠𝑠𝑠𝑠𝑠𝑠 1 & 5 𝑇𝑇ℎ𝑟𝑟𝑟𝑟𝑟𝑟𝑟𝑟ℎ𝑝𝑝𝑝𝑝𝑡𝑡𝑡𝑡 
• 𝐴𝐴 & 𝐵𝐵 𝑡𝑡𝑡𝑡𝑡𝑡𝑡𝑡𝑡𝑡𝑡𝑡𝑡𝑡𝑡𝑡𝑡𝑡𝑡𝑡 𝑡𝑡𝑡𝑡𝑡𝑡𝑡𝑡𝑡𝑡 
• 𝐶𝐶𝐶𝐶𝐴𝐴𝐴𝐴  𝑠𝑠𝑠𝑠𝑠𝑠𝑠𝑠𝑠𝑠 1 & 5 𝑡𝑡𝑡𝑡𝑡𝑡𝑡𝑡𝑡𝑡𝑡𝑡𝑡𝑡𝑡𝑡𝑡𝑡𝑡𝑡 𝑡𝑡𝑡𝑡𝑡𝑡𝑡𝑡𝑡𝑡 
 

 
• 𝑙𝑙𝑙𝑙𝑙𝑙𝑙𝑙 𝑡𝑡𝑡𝑡𝑡𝑡𝑡𝑡 
• 𝑝𝑝𝑝𝑝𝑝𝑝𝑝𝑝𝑝𝑝𝑝𝑝𝑝𝑝𝑝𝑝𝑝𝑝𝑝𝑝 𝑡𝑡𝑡𝑡𝑡𝑡𝑡𝑡𝑡𝑡 𝑠𝑠𝑠𝑠𝑠𝑠𝑠𝑠𝑠𝑠 3 & 6 
• 𝑡𝑡𝑡𝑡𝑡𝑡𝑡𝑡𝑡𝑡𝑡𝑡𝑡𝑡𝑡𝑡𝑡𝑡 𝑡𝑡𝑡𝑡𝑡𝑡𝑡𝑡 
• 𝑢𝑢𝑢𝑢𝑢𝑢𝑢𝑢𝑢𝑢𝑢𝑢 𝑡𝑡𝑡𝑡𝑡𝑡𝑡𝑡 
• 𝑠𝑠𝑠𝑠𝑠𝑠𝑠𝑠𝑠𝑠 𝑡𝑡𝑡𝑡𝑡𝑡𝑡𝑡 
• 𝐸𝐸 𝑝𝑝𝑝𝑝𝑝𝑝𝑝𝑝𝑝𝑝𝑝𝑝𝑝𝑝𝑝𝑝𝑝𝑝 𝑙𝑙𝑙𝑙𝑙𝑙𝑙𝑙 𝑖𝑖𝑖𝑖 𝑠𝑠𝑠𝑠𝑠𝑠𝑠𝑠𝑠𝑠 3 & 6 
• 𝐸𝐸 𝑡𝑡ℎ𝑟𝑟𝑟𝑟𝑟𝑟𝑟𝑟ℎ𝑝𝑝𝑝𝑝𝑝𝑝 
• 𝐶𝐶𝐶𝐶𝐸𝐸  𝑠𝑠𝑠𝑠𝑠𝑠𝑠𝑠𝑠𝑠 3 & 6 𝑡𝑡ℎ𝑟𝑟𝑟𝑟𝑟𝑟𝑟𝑟ℎ𝑝𝑝𝑝𝑝𝑝𝑝𝑝𝑝 
• 𝐸𝐸 𝑡𝑡𝑡𝑡𝑡𝑡𝑡𝑡𝑡𝑡𝑡𝑡𝑡𝑡𝑡𝑡𝑡𝑡𝑡𝑡 𝑡𝑡𝑡𝑡𝑡𝑡𝑡𝑡 
• 𝐶𝐶𝐶𝐶𝐸𝐸  𝑠𝑠𝑠𝑠𝑠𝑠𝑠𝑠𝑠𝑠 3 & 6 𝑡𝑡𝑡𝑡𝑡𝑡𝑡𝑡𝑡𝑡𝑡𝑡𝑡𝑡𝑡𝑡𝑡𝑡𝑡𝑡 𝑡𝑡𝑡𝑡𝑡𝑡𝑡𝑡𝑡𝑡 

 
• 𝑡𝑡ℎ𝑟𝑟𝑟𝑟𝑟𝑟𝑟𝑟ℎ𝑝𝑝𝑝𝑝𝑝𝑝 𝑡𝑡𝑡𝑡𝑡𝑡𝑡𝑡 
• 𝑡𝑡𝑡𝑡𝑡𝑡𝑡𝑡𝑡𝑡𝑡𝑡𝑡𝑡𝑡𝑡𝑡𝑡𝑡𝑡 𝑡𝑡𝑡𝑡𝑡𝑡𝑡𝑡 

 
𝐶𝐶𝐶𝐶𝐴𝐴𝐴𝐴 : Coordinator for 
Implantation component 
𝐶𝐶𝐶𝐶𝐸𝐸: Coordinator for 
Lithography component 

 

4.2 Simulation Data Sets  

For this research, 51  simulation experiments are devised and executed. The simulated data for the 
configured experiments are divided into three groups. The first has 24 configurations (called Group-1) with 
the total number of wafers being 6, 12, 18, 33, 36, to 54. The second has 16 configurations (called Group-
2) with the total wafers being 54 and 72. The third has 11 configurations (called Group-3) with the total 
number of wafers being 90, 108, and 132. A total of 70 variables are measured via five machines, three 
coordinators, three generators, and four transducers for each of the 51 simulations. The logical time for 
executing these experiments ranges from 22,799 to 65,297 minutes. However, simulating and collecting all 
the data from some experiments can consume a significant amount of computing time when the total number 
of Pa, Pb, and Tw lots is 132 and the number of measured variables from Machines A, B, and E as well as 
their transducers for the Diffusion and Lithography components are large. The variables for Machines C 
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and D and their transducers are the same as for those for Machines A and B and their transducers. The 
collection of 51 simulations is considered a complete data set for use in MLA. Another set of experiments 
is conducted for the Two-stage cascade factory. A total of 142 variables are measured and collected. 

The number of execution steps varies among simulation runs. For example, the experiment for (6,9,3) 
configuration completes after 397 steps. The experiments for (36,18,0) and (0-72-0) configurations are 
complete after 1,229 and 1,665 steps, respectively. This includes simulation steps for processing multiple 
input events and internal state transitions in zero-time logical simulation steps amongst all atomic models. 
The numbers of input and output events vary among the diffusion, implantation, and lithography 
components. The differences in the logic and timing of the operations in the machines can generate varied 
behaviors. The data sets are collected from the experiments where all received lots are fully processed for 
the Single-stage. In a few Two-stage experiments there are at most three unprocessed lots. The data 
collected at the end of each of the 51 simulation runs are used to generate and evaluate the ARD, DT, and 
KNN models. 

5 EXPERIMENTS AND MODEL TRANSFORMATION EVALUATION 

The use of the Mini-Fab PDEVS model for deriving ML models is evaluated by designing, developing, and 
analyzing the experiments highlighted in Section 4. The collected experimental data for a Single-stage 
Mini-Fab is divided into 18 scenarios corresponding to the modular structure shown in Figure 1. The 
scenarios for MLA have Diffusion 𝐷𝐷 , Implantation 𝐼𝐼  and Lithography 𝐿𝐿  components with their 
corresponding transducers 𝑇𝑇𝐷𝐷, 𝑇𝑇𝐼𝐼 ,𝑇𝑇𝐿𝐿 and transducer 𝑇𝑇𝑀𝑀𝑀𝑀 for the Mini-Fab (see Table 2). These simulated 
data sets are named Sim-Data-1, …, Sim-Data-18. For example, nine MLA are applied to Sim-Data-10 with 
28 features (i.e., the data collected from the Implantation, Diffusion, and Lithography components).  

5.1 Single-stage Mini-Fab Factory 

The predictions of a set of ML models trained using the common 80/20 split for training and testing, are 
compared with the actual simulation output. The 70/30, 60/40, and 50/50 ratios are also used for evaluating 
the nine MLAs (see Section 2.2). Table 3 shows the general Mean Absolute Error (MAE), Goodness of Fit 
(R2), and Mean Square Error (MSE) measurements that are used to evaluate the Single-stage and Two-stage 
factory models. The results are similar to those obtained for the 80/20 training and test ratio. The results of 
the best three models (ARD, DT, KNN) as measured in terms of the factory throughput prediction errors 
are presented in Figure 2. The acronyms SD stand for the selection of the discrete-event machine and 
transducer components and FS for the number of features used in each scenario. 

Table 2: Simulation experiments scenarios. 

SD Components FS SD Components FS SD Components FS 

1 𝐷𝐷 14 7 𝐷𝐷 + 𝐼𝐼 13 13 𝐼𝐼 + 𝑇𝑇𝐼𝐼 + 𝐿𝐿 + 𝑇𝑇𝐿𝐿 35 
2 𝐷𝐷 + 𝑇𝑇𝐷𝐷  22 8 𝐷𝐷 + 𝐿𝐿 36 14 𝐷𝐷 + 𝑇𝑇𝐷𝐷 + 𝐼𝐼 + 𝑇𝑇𝐼𝐼 + 𝐿𝐿 + 𝑇𝑇𝐿𝐿 57 
3 𝐼𝐼 14 9 𝐼𝐼 + 𝐿𝐿 22 15 𝐷𝐷 + 𝑇𝑇𝐷𝐷 + 𝐼𝐼 + 𝑇𝑇𝐼𝐼 + 𝐿𝐿 + 𝑇𝑇𝐿𝐿 + 𝑇𝑇𝑀𝑀𝑀𝑀  59 
4 𝐼𝐼 + 𝑇𝑇𝐼𝐼 22 10 𝐷𝐷 + 𝐼𝐼 + 𝐿𝐿 28 16 SD#15, excludes TH for 𝐷𝐷, 𝐼𝐼, 𝐿𝐿 51 
5 𝐿𝐿 44 11 𝐷𝐷 + 𝑇𝑇𝐷𝐷 + 𝐼𝐼 + 𝑇𝑇𝐼𝐼 35 17 SD#15, excludes TA for 𝐷𝐷, 𝐼𝐼, 𝐿𝐿 50 
6 𝐿𝐿 + 𝑇𝑇𝐿𝐿  8 12 𝐷𝐷 + 𝑇𝑇𝐷𝐷 + 𝐿𝐿 + 𝑇𝑇𝐿𝐿  22 18 SD#16, excludes TA for 𝐷𝐷, 𝐼𝐼, 𝐿𝐿 39 
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Table 3: Measurements for the ARD, DT, and KNN Single-stage and Two-stage cascade models.  
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Figure 2: Comparison of the PDEVS model throughputs for the ARD, DT, and KNN models. 
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Table 4: Wafer configurations for evaluating the ARD model. 

A1 B1 A2 & B2 C1 D1 C2 & D2 

Pa Pb Tw Pa Pb Tw Pa Pb Tw Pa Pb Tw Pa Pb Tw Pa Pb Tw 
9 9 0 27 18 9 12 18 6 18 27 9 54 0 18 30 45 15 

12 6 0 27 27 0 54 0 0 18 36 0 54 30 15 45 45 0 
18 0 0 24 36 12 36 18 0 54 0 0 90 90 27 60 60 12 

 

 
 

    
Figure 3: ARD model throughput predictions improve due to increasing the number of simulation 
scenarios. 

  
Learning: Generating ML models involves using algorithms and statistical techniques to learn from data. 
One key aspect of this process is learning during the training phase. To understand and quantify the learning 
of ARD, a set of experiments is devised for selected demand profiles and training data sets. Four sets of 
experiment configurations are considered using 80% of data for the training set and 20% for the test set. 
The test demand profiles for the simulations are shown in Table 4. Two sets of experiments, namely A-1 
and A-2 with a dataset consisting of 14 rows and B-1 and B-2 with a dataset of 27 rows, were conducted. 
For the testing phase of A-2 and B-2, three identical unseen test data points were employed. Figure 3 
illustrates that the MLA exhibits improved performance as the training data increases. The MSE is reduced 
by 98.5%, while the R2 value is increased by 11.2%. Following the same approach, other sets of 
experiments, namely  C-1 and C-2 (which are devised similarly to B-1 and B-2, but with different unseen 
test data) and D-1 and D-2 are devised using 51 rows of the dataset. When comparing C-2 and D-2, the 
MSE is reduced by 89.9% and R2 is increased by 0.7%. Since we have a limited number of simulations, the 
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simulations don’t contain the entire range of possible numbers of lots, and we simply skipped some in 
between. It should be noted that the range of number of lots in the test set is higher than the range in the 
training set, and this difference is significantly greater for D-1 and D-2 compared to C-1 and C-2, and even 
more so compared to A-1 and A-2 (see Section 4.2). Despite this difference in range, the ARD model shows 
it can still learn. Thus, given the exponential growth in the number of lots in simulation experiments, it is 
expected that the ARD model’s learning will improve in accordance with the MAE, MSE, and R2 
measurements.   

5.2 Two-stage Mini-Fab Factory 

To further examine transforming PDEVS to ML models, the Single-stage simulation experimentation 
approach is carried out for the Two-stage Cascade factory model. The number of experiments for the Two-
stage factory is 156 of which 125 are used for training and 31 for testing. The total numbers of Pa, Pb, and 
Tw for these simulations range from 6 to 204. Simulation executions process all wafers in 84 cases with 
the remaining 72 cases having 3 unprocessed wafers. For this study, four simulation data sets are selected 
using the model components from Stage-1 and Stage-2. 𝑆𝑆𝑆𝑆 = 1: Diffusion, Implantation, and Lithography 
with their respective transducers. 𝑆𝑆𝑆𝑆 = 2: same as (1) with turnaround time for the Two-stage Cascade 
Mini-Fab. 𝑆𝑆𝑆𝑆 = 3: Diffusion from Stage-1 and Lithography from Stage-2. 𝑆𝑆𝑆𝑆 = 4: All components in the 
Two-stage Cascade Mini-Fab except the lithography throughput and its throughput for steps 3 and 6 for 
Stage-2. The throughput prediction results for the ARD, DT, and KNN for wafer lots 6, 48, 84, 128, and 
204 (see Figure 4(a)). Overall, the ARD performance (measured in throughput difference and MAE) is 
better than the DT and KNN models. Execution times are from five runs of the ML (ARD) and simulation 
models (PDEVS) on the same computer (see the table in Figure 4(b)). The ARD model is implemented in 
Python. The 𝑆𝑆𝑆𝑆𝑚𝑚

𝑀𝑀𝑀𝑀
 measurements are the average execution times for different Pa, Pb, and Tw configurations. 

The execution performances of the ML models deserve further study. 
 

 
 

𝐿𝐿𝐿𝐿𝐿𝐿𝐿𝐿 𝐴𝐴𝐴𝐴𝐴𝐴 (𝑚𝑚𝑚𝑚𝑚𝑚𝑚𝑚) 𝑃𝑃𝑃𝑃𝑃𝑃𝑃𝑃𝑃𝑃 (𝑠𝑠𝑠𝑠𝑠𝑠) 𝑆𝑆𝑆𝑆𝑆𝑆
𝑀𝑀𝑀𝑀

 Ave min max Ave min max 
6 0.4 0.3 0.9 0.2 0.1 0.4 516 

48 0.3 0.1 0.7 0.6 0.4 1.1 2,103 
84 0.3 0.2 0.6 1.1 0.8 1.7 3,551 

126 0.3 0.2 0.5 1.5 1.2 2.4 4,794 
204 0.3 0.3 0.4 2.4 2.2 3.3 7,362 

 

 
(a) (b) 

Figure 4: (a) Execution times for ARD and PDEVS models. (b) Throughput predictions for ARD, DT, 
and KNN for different Pa, Pb, and Tw configurations.  

5.3 Discussion 

The approach presented for transforming PDEVS models into ARD, DT, and KNN models is shown to be 
appropriate for Single-stage and Two-stage Mini-Fab factories. When transforming PDEVS models into 
these ML models, a relatively small amount of data is used. Additionally, the data sets have limited scope 
given the plethora of behaviors such factories may exhibit. Also, the factories have very small throughput, 
MAE, and MSE values with high 𝑅𝑅2 values. In particular, the accuracy of the throughput predictions can 
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be difficult to understand and explain without having the simulation models. Therefore, it is important to 
consider the scale and range of values for the collected simulated data sets when generating and evaluating 
the viability of ML models. It should also be noted that the data from all the steps in each simulation were 
combined to represent a single data for use in the ML algorithms listed in Section x. By aggregating the 
information from all the steps in a simulation scenario, it is assumed the behavior of the model is continuous. 
Treating the dataset as continuous allows the use of continuous data modeling algorithms, including 
machine learning. These considerations suggest opportunities for further examination of the ML regression 
models and their viability for accurate predictions. 
 The machines and coordinators of the factories have non-deterministic behaviors. They have 
input/output events with arbitrary timing due to the randomness in the processing times assigned to the 
machines. Therefore, the time trajectory data sets collected from the simulations have irregular time 
durations. In other words, the simulation models are equipped to chronologically predict changes in the 
throughputs of individual machines and factories. The ARD, DT, and KNN algorithms, however, do not 
support time-based data sets. Therefore, these regression models do not predict throughput in time steps. In 
other words, it is not possible for these ML models to chronologically predict throughput as in PDEVS. 
Approaches such as Temporal Convolutional Networks (Lea et al., 2016) use time-series data sets. Time 
trajectory is treated as uniformly ordered unique numerical values (indexes), unlike discrete-event models.  

6 CONCLUSION AND FUTURE RESEARCH 

This research aims to utilize machine learning in studying and predicting the dynamics of discrete-event 
systems. This is achieved by developing two PDEVS factory models and transforming them into ARD, DT, 
and KNN regression models. These ML models are generated using limited sets of experiments obtained 
from the Single-stage and Two-stage Mini-Fab models with different wafer lot configurations. A key aspect 
of this approach is harnessing the inherent modularity of the PDEVS model specifications for generating 
the ML regression models. A simulation testbed is developed in the DEVS-Suite simulator for the Single-
stage Mini-Fab factory model, followed by extending it to create a Two-stage Mini-Fab factory model. A 
scheme is developed to efficiently collect input, output, and state data from the factory models. The use of 
different ML regression models with various feature selections and knowledge of simulation models has 
produced throughput predictions that are accurate relative to their PDEVS simulation counterparts. This 
study shows some ML regression models can be used to predict the key throughput characteristic of the 
Min-Fab factory models. The ML models may offer a basis for future connected factories that require 
accurate predictions supported while achieving many-order speed-up execution time. Future research 
includes developing connected factory models under different structural topologies, operating conditions, 
and interaction modalities. Other kinds of ML models, including neural networks, should be explored to 
handle variations in the behaviors of models and enable chronological predictions of time-sensitive input, 
output, and state of the factories. It is also important to develop the means for composing PDEVS and ML 
models while achieving accelerated execution. 
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